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Abstract. Global Software Development (GSD) is an emerging trend in which 
virtual teams work on the same projects at a distance. Despite the advantages of 
this shift, the collaboration between distant members becomes more difficult. 
Team members interact by using collaborative tools, and this collaboration is 

affected by time, cultural and language differences. These drawbacks lead to the 
need to train students and software engineers in the new collaborative skills 
required. 
These skills can only be trained by involving learners in practical experiences, 
but this is not always possible since it necessitates collaboration with distant 
institutions (universities/firms). We have focused our work on the development 
of a tool with which to train these skills through the use of a virtual training 
environment for GSD that avoids this difficulty by placing learners in virtual 

GSD scenarios in which they will develop the skills needed to work on global 
software projects. 
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1   Introduction 

Collaboration between virtual teams is one of the main challenges of Global Software 

Development (GSD) [1]. This relatively recent trend allows team members to work on 

the same projects in different countries by interacting through communication and 

collaboration tools. Face-to-face contact is not possible in these scenarios, and 

although GSD provides benefits such as the lower cost, the higher availability of 

skilled workforce or the broader area of commercialization, it also entails new 

problems mainly derived from distance. These problems particularly affect team 
members‟ communication, which becomes more complex, especially with the 

appearance of cultural and language differences [2] and time zone differences [3].  
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The use of a non-native language in communications creates additional drawbacks, as 

interlocutors are not always able to express their ideas, and the presence of different 

cultures, terminology and languages often cause misunderstandings and a lack of trust 

[2], [4]. Cultural differences may also cause problems related to legal issues and 

knowledge-transfer [3]. 

These problems are present in the different stages of the software life cycle in 

different ways, and affect different collaborative tools and processes. 

Moreover, software factories managers often complain about the poor skill level of 
team members in the use of communication tools which leads to delays, a lack of trust 

and misunderstandings [5]. However, finding solutions to these difficulties is not easy 

and traditional software engineering education does not deal with these topics. 

Software Engineering Education must, therefore, be focused on training  students 

and software engineers in the problems that GSD entails [6]. However, the training of 

cultural differences and communication and collaboration difficulties requires 

practice. Since these skills are better learned by doing, the challenge consists of 

integrating theory into practice rather than simply learning theoretical concepts. 

Many current proposals in educational environments confront this issue by 

coordinating practical experiences with distant learners from different cultures and 

languages. This entails complex problems for the instructors who must coordinate 

their efforts with distant institutions. Students also have problems, as they usually 
encounter scheduling problems when interacting with other distant learners. 

The training of GSD activities requires new theoretical contents and training 

methods in order to avoid the great deal of coordination with distant members and 

institutions that is implied. 

One solution that we propose to this problem is the use of a virtual training 

environment that can simulate realistic GSD scenarios in which learners are 

introduced into the context of a problem that they will solve by interacting with 

Virtual Agents (VAs). This interaction takes into account traditional communication 

tools (instant messaging and e-mail) and deals with cultural and language differences 

since VAs of different countries play a specific role in the scenario.  

The textual interaction with VAs will allow learners to solve common project 
issues related to collaboration with multicultural and multidisciplinary members with 

regard to communication problems, information sharing and documentation.  

This paper is organized as follows: Section 2 explains the related work along with 

the tools proposed and the skills required in GSD according to a systematic review 

carried out previously. Section 3 describes the virtual learning environment 

developed. In Section 4 we discuss the results obtained. Finally, Section 5 provides 

some concluding remarks and outlines our future work. 

2   Related Work 

As an initial step in our research, we carried out a study in order to discover the main 

skills needed by software engineers in GSD. We also performed a Systematic 

Literature Review that allowed us to discover the main strategies and proposals 



reported in the field of GSD training and education, along with the main tools applied 

in this area. The results of our study are summarized below. 

2.1 Skills required in GSD 

Both students and software engineers must acquire specific skills that will allow them 

to carry out an effective development in order to confront the problems of 

globalization which are not part of their conventional education. The skill most 

commonly reported in literature is that of the use of computer-mediated 

communications [7], [8] since traditional face-to-face meetings are no longer common 

in GSD and the appropriate use of communication and collaboration tools is essential 

in these environments. Furthermore, members of different cultures take part in this 

interaction, signifying that members must know how to communicate effectively by 

using a common terminology and language, and by taking into account the different 

customs of the participants [9], [10]. 

Members must be familiar with both formal and informal means of 
communication. On the one hand, they must know how to write formal documents, 

contracts and emails in a common language [2], and on the other hand they must 

know how to interact by using the telephone or instant messaging services.  

This interaction must be oriented towards gaining the team‟s trust [9], as this is one 

of the common problems when interacting with distant members. In order to achieve 

this, participants must be versed in the concepts of conflict resolution [7] and 

negotiation [2] which allow them to argue and minimize problems correctly  during 

the interaction. They must also improve their improvisation skills [11], which are 

essential if fluent communication is to be achieved, and which also helps to improve 

the team‟s trust and teamwork skills [12]. It is therefore important for them to have 

experience in working with a multidisciplinary team [13], in which different degrees 
of knowledge and abilities are present during communication that may cause 

problems in reaching an understanding and comprehension difficulties. Learners 

therefore need to know how to manage the ambiguity and uncertainty that are present 

in GSD environments [8]. 

Finally, learners of education programs must know the traditional methods and 

processes used in distributed projects [5] and acquire realistic experiences in the use 

of traditional knowledge management tools, document management and version 

control systems [14], [15]. Only experience in realistic scenarios will allow them to 

develop leadership skills and learn how to effectively manage their time [16]. 

2.2   GSD education proposals 

Literature deals with GSD education through different kinds of proposals which aim 

to train the skills required by globalization. We have classified these proposals by 

considering the following trends: 

1. Traditional theoretical classes, adapted as a response to the needs for 

adjustments in software engineering education [17], [18]. These courses are 

focused on the collaborative processes, technical issues and cultural 



dimensions of GSD in different areas of Software Engineering [19]. The 

courses are usually organized in collaboration with other distant universities 

[20]. However, coordination and collaboration difficulties with the different 

institutions [21] appear. Moreover, the participation of students with 

different skills and backgrounds must be considered [22]. 

2. Practical experience training courses, in which students put theory into 

practice and learn by solving typical problems that can be found in real 

environments. Learners interact with members of distant institutions by 
using email, telephone and instant messaging,  and learn from their partners’ 

skills and culture [11], [2] and by tackling processes with a close similarity 

to those applied in industry, including language, time and cultural problems 

[13] [8], [23], [10]. 

3. e-Learning approaches, which consist of web-based courses involving 

discussion boards, mail systems, chat and content management [24], [9]. 

Some of these use or adap WebCT, FirstClass OLAT or BlackBoard 

platforms, and are especially focused on improving communicative skills. 

We also discovered an approach in the context of collaboration that focused 

on artifact sharing [25].  

4. Training courses in companies, which take advantage of their software 

engineers‟ real experience in order to apply the concept of a “learning 
network” [26] [16], in which experts in specific software development 

activities of the company, combine their training activities with their work as 

engineers. Learners can take advantage of real work experiences by 

maintaining contact with specialized professionals. 

Although this approach is less commonly reported in literature, [5] presents a 

training initiative in which a multinational organization provided a training 

course related to best practices of communication, trust, cultural differences 

and coordination.  

5. Blended learning environments, applied in companies or universities which 

use learning platforms designed to support the development of real projects 

by using of collaborative tools similar to those used in real environments 
[14], [27], [28].  

2.3   Training tools in GSD 

One of the results of our systematic literature review was the discovery of a number 

of tools or environments oriented towards the training of GSD activities. 

Genesis [29] is a collaborative environment that can be used in educational 

environments and which supports formal and informal communications and the 
definition, enactment and control of software processes using workflow. It also uses 

an artifact management system, called OSCAR [30] which supports collaborative 

software development via artifact sharing.  

Jazz [28] is another collaborative platform based on Eclipse that supports 

functionalities such as: source code repository, chat,  web interface, reports 



generation, and work items. Students can use this platform to generate work items 

containing the relevant information related to any problem, along with the associated 

chat conversations.  

In the same line, XPairtise [31] supports distributed pair programming practices 

providing coding and testing functionalities. It also supports communications through 

chat, shared whiteboards and a graphical Shared Editor in which pairs can cooperate 

by sharing their ideas. Using this Eclipse plugin, inexperts engineers can invite 

experts to a pair programming session who will help them to solve certain problems. 
The role of the “spectator” is also supported, who can watch the interaction among the 

pair and participate in the session chat, which can be used to teach a group of learners 

in a specific problem domain. 
iBistro [14] is also based on the „learning by doing‟ approach and is an 

environment that can be used to learn project management, software development and 

social skills. iBistro enables distributed members to collaborate during the software 

development and addresses miscommunications and information problems in 

informal meetings. This is achieved by allowing students to capture structures and 

retrieve knowledge from the meetings by using the audio, video, sketches, notes and 

the drawings generated. A minute generator tool stores the contextual information and 

allows the meetings to be represented and analyzed. 

iBistro is oriented towards tacking some of the problems in GSD, and also provides 
intelligent support mechanisms such as that of computer supported group formation, 

and the ability to find stakeholders and experts in certain areas. 

[32] presents a lab course based on the collaborative virtual learning environment 

CURE [33]. It basically uses virtual places for collaboration. These virtual places may 

contain pages with different contents, and communication channels such as chat, 

threaded mailbox, etc., and users, who can interact with other users, stand in the same 

virtual place. 

In [34], the authors propose a framework oriented towards offshoring practices. 

This framework uses CodeBeamer, which is a collaborative platform that offers 

integrated support in project management, requirements management and code 

management and supports asynchronous communication through a wiki system. 
In [27], the authors present a platform that integrates CURE and CodeBeamer, 

which allows students to develop a large software system by collaborating during all 

the phases of the software life cycle. 

A Web-based collaborative platform is presented in [7], in which students can 

work with their partners in order to achieve the training module‟s scopes. This is done 

by using communication and content management tools, including a discussion board, 

a file sharing repository and a project calendar. Instructors can manage the training 

modules by defining instructions, milestones, and deliverables.  

A further collaborative environment is presented in [35], and provides learners 

with a set of tools such as a chat, a scribble tool, an application sharing tool, graphics 

tools for designing UML documents, etc. A Web portal is used to allow students to 
manage the groups and projects in which they are involved, and to share their 

personal information. They can also access their partner‟s schedule and thus agree 

possible meeting times. 



Finally, [12] proposes a framework for training learners in some of the difficulties 

involved in GSD which consists of tools for project scheduling and tracking, 

configuration management and for performing technical reviews. 

However, these approaches do not completely satisfy the requirements of 

universities and companies as they create certain problems such as:  

- a great deal of coordination with other institutions, which implies a high 

workload for the instructors 

- dependency on other learners‟ availability 
- time limitations  

- difficulty in reproducing realistic scenarios 

- high economic costs and infrastructure requirements 

- high maintainability requirements 

It is therefore necessary to offer instructors an appropriate environment and 

training materials in order to provide learners with realistic experiences which are 

adjusted to the reality of companies‟ current requirements [28] by avoiding the 

aforementioned problems. 

3   Our Virtual Training Environment 

The Virtual Training Environment presented here places learners in realistic virtual 

training scenarios in which they must interact with VAs in order to perform certain 

typical GSD activities. Since the interaction is carried out through VAs, learners can 

train in cultural and language differences at any time without depending on the 

availability of real partners. 
Our environment helps instructors to manage learners and their activities and to 

maintain the training scenarios. Learners can access training scenarios, take part in 

virtual meetings with VAs and access artifacts for that scenario. 

The Meetings Simulator allows learners to textually interact with VAs which will 

answer their questions in relation to a problem. We can thus simulate meetings with 

any kind of stakeholder involved in the project by defining new VAs, and learners can 

play any role in the project according to the design of the training scenario.  

Our environment basically provides three main components: 

- Learners’ interface: this allows learners to communicate with instructors, 

manage their assigned tasks and execute simulated meetings through the 

meetings simulator. They can also submit deliverables, access documents or 

UML diagrams and answer tests associated with the scenario. A Website is 
therefore created for each learner in order to allow the deliverables for each 

scenario to be submitted. 

- Instructors’ interface: this allows instructors to assign tasks and monitor 

learners‟ actions. They can also organize teams and send notices and emails 

to individuals or groups. It also provides an editor which allows new training 

scenarios to be managed and created or existing ones to be modified. This 

editor permits instructors to define new VAs with specific cultures and 

personalities for their scenarios. We thus intend to minimize the instructors‟ 



effort by providing mechanisms that enable easy customization and provide 

a wide set of training scenarios.  

- Central server: Both, learners‟ and instructors‟ interfaces access the central 

server, which offers a set of services required by the interfaces and manages 

the required information stored in its database regarding learners and training 

GSD scenarios. 

3.1   Definition of Training Scenarios 

Our virtual environment works with training scenarios consisting of a set of 

schedules, documents, exams and virtual meetings. One or more VAs can take part in 

a virtual meeting, and can play a specific role in the GSD project (e.g. customer, 

requirements analyst, developer, project manager, etc.). A virtual meeting is also 

guided by a specific VA called a Virtual Colleague (VC) which has been designed to 

help learners during their training. This VA therefore plays the role of campaigner, 

which has been successfully used in other learning environments, as is reported in 
[36] and [37]. The VC will correct the learners‟ interventions by providing rationale 

and explaining the consequences of their actions, particularly with regard to cultural 

and language mistakes, but is also focused on GSD activities. The VC will also guide 

the learner towards following a logical sequence during the meeting.  

3.1.1   Components of a Training Scenario 

As is shown in Fig. 1, a training scenario is made up of one or more virtual meetings 
and a set of artifacts that constitute the “scenario content”. 

 

  

Fig 1. GSD scenario definition 

Scenario Content: Each scenario will have specific documents that learners will need 

or will have to complete, such as a requirements specification report. A scenario also 

contains exams, tests, schedules, source code, etc. 

Virtual meetings: in which VAs and a VC will participate in the conversation guided 

by the Meeting Workflow by following a logical sequence according to the learners‟ 

actions. 



3.1.2   Meetings Workflow 

The Meeting Workflows define the course of the conversation as a set of phases, each 

of which defines a small part of the conversation. Each phase is defined by a specific 

piece of conversational knowledge, context specific language and cultural knowledge 

which are used for that phase in the conversation.  

The phases can also store information about their priorities, which can serve to 
evaluate the learners‟ actions and the correctness of their decisions. Finally, the 

phases also define any gesture that VAs could make as regards the context of the 

conversation. For example, a VA can emulate different emotions, such as anger, 

anxiety, annoyance, nervousness, distress, excitement, enthusiasm, happiness and 

disgust. 

The phases are arranged by forming a sequential diagram that defines the Meeting 

Workflow in which the students will influence the execution path of the meeting as a 

result of their textual responses. Furthermore, these phases can be simple or 

composed. Composed phases contain other workflows with the aim of structuring the 

conversation with a high granularity level, and can contain information and 

conversational knowledge that is inherited from the phases contained in it.  

This design of the virtual meetings avoids speech repetitions and out of context 
interventions, making it possible to simulate profound and insightful conversations in 

which the VC can provide immediate feedback depending on the context of the 

conversation.  

The different parts of the conversational knowledge of the meeting are stored in the 

phases related to the context of the conversation. This knowledge is stored as XML 

text based on patterns that can be interpreted by a chatbot engine which is used by the 

VAs. 

The instructor´s interface allows Meeting Workflows to be created and edited 

through an editor which permits the phases and conversational knowledge required to 

be introduced. Apart from the conversational knowledge, the instructor can also 

associate the cultural and language knowledge with the context that the VC will use to 
provide feedbacks to the learner. 

3.2   Managing Cultural and Language Problems 

We have effectively managed cultural problems by designing our virtual meetings on 

the basis of the existing literature of Hall [38] and Hosfstede [39], and by considering 

the specific problems for the cultures involved in the meeting. With regard to the 

language problems it is necessary to study the possible problems that could appear for 
the languages involved in the meeting for each scenario. For our first scenario we 

have considered problems related to the use of English as a lingua franca [40], [41], 

since this is the language usually used in GSD. 

The phases of the Meeting Workflow contain information that the VC can use to 

detect inappropriate interventions by the learners. More specifically, a phase can 

contain: 

- A list of expressions regarding cultural problems, which contains the appropriate 

and inappropriate use of titles, presentations and greetings, how to start and 



finish conversations, requests, means of negotiation, etc. The following example 

shows how we correct a learner who does not use appropriate titles: 

Cultural Problem: 

Type: qualification 

Pattern: “? Edwards” Trigger: “? <> Mr.” 

Definition: You should refer to Mr. Edwards by using his title (Mr.). 

- List of expressions regarding language problems, such as of the overuse of 

certain verbs of a high semantic generality (do, have, make, put, etc.) or the use 

of false friends. The following example shows a pattern with which to correct 

the use of a false friend: 

Language Problem: 

Type: false friend 

Pattern: “politic” 

Definition:”Politic” is a false friend in Spanish. Do you mean policy? 

- Rules regarding grammatical inaccuracies. Third party dictionaries and 

grammatical correctors for the target language are used for this purpose. These 

engines detect any mistake during the conversation and take into account typical 

mistakes. For example; a common mistake in the Spanish culture consists of 

changing the termination of a Spanish word in the hope that it will be correct in 

English. The VC will use these to report errors such as:  avoidance of passive 
forms, incorrect plural formations, the absence of the third person, the use of 

redundant prepositions, etc.  

Each of these entries also has an associated explanation that the VC will use to 

help the learner. These entries also have a score that will be used to evaluate the 

learner‟s interaction.  This also serves to show statistics with regard to the number of 

mistakes made in each category at the end of the meeting. 

The composed phases store cultural and language knowledge, signifying that any 

phase contained in it will use this information. We therefore avoid redundant cultural 

and language information in different phases, since general knowledge for this 

context can be stored in the parent phase. 

4   Description of a Scenario 

The definition of a training scenario requires a great deal of knowledge about the 

stage of GSD being dealt with, so it is first necessary to study the existing literature 

on this subject to discover the specific problems that may appear in each stage in 

order to design a representative training scenario.  
The first training scenario we have developed is related to the Requirements 

Elicitation (RE) stage, since it is a highly communicative process, which is 

particularly affected by poor communication, and cultural and language differences 

that frequently causes problems related to ill-defined requirements and 

misinterpretations that may occur during interactions with customers and team 

members. 



Our RE scenario is focused on the problems that Spanish learners confront when 

interacting using English. More specifically, the Meeting Workflow designed for this 

scenario places learners in a virtual meeting in which they will play the role of 

analysts in order to elicit a set of requirements for a virtual customer from the United 

States.   

Intro to 

scenario

Identify system 

requirements

Identify storage 

requirements

Identify functional 

requirements

Identify non-functional 

requirements

Prioritize requirements

Simple phase

Composed phase
 

Fig 2. Example of Requirements Elicitation Workflow 

Chat simulation

Virtual Customer   Virtual Colleague

Scenario: Requirements 

Elicitation Scenario 1

Agent Culture: en-US

Student Culture: es-ES

Meeting Duration: 25 min

-

Student: What confidential information do you want to store? Send

Virtual Colleague: Now we should focus on security issues. We should First 
know who we must address.
Student: Who is the person responsible for establishing the security politic?
Virtual Colleague: “Politic” is a false friend in Spanish. Do you mean “policy”?
Student: Who will establish the security policy?
Virtual Customer: Security will be managed by Mr. Edwards, who is 
responsible for our Administration Department
Virtual Colleague: We should have a meeting with Mr. Edwards.
Student: I will need to have a meeting with Edwards to specify this.
Virtual Colleague: You should refer to Mr. Edwards by using his title.
Student: I will need to have a meeting with Mr. Edwards to settle this.
Virtual Colleague: You should avoid being so direct. Ask with a more polite 
form, such as “Could I have…” or “May I have…”
Student: Could I have a meeting with Mr. Edwards?
Virtual Customer: Of course, we can schedule a meeting with him when you 
finish the functional requirements document.
Virtual Colleague: We should know what confidential information they will 
need to store 
Student: What confidential information do you wanna store? 

Virtual Colleague: “wanna” is too informal, please use “want to”. 

 

Fig 3. Virtual meeting example 



One of the Meeting Workflows proposed for this scenario is shown in Fig. 2, and 

starts with an introduction to the problem to be solved and to the VAs involved. This 

will be explained by the VC. After the introduction, the learners will actively interact 

with the VAs through the following phases of the meeting, which are organized by 

using composed phases that group the workflows and consider the type of 

requirements elicited (system requirements, functional requirements, non-functional 

requirements, and storage requirements). 

Fig. 3 shows an example of a dialog between a Spanish learner and the virtual 
customer, in which the VC guides and corrects the learners‟ mistakes according to the 

aforementioned Meeting Workflow. 

Security policy

Identify storage requirements

Conversational Knowledge
Virtual Colleague: We should have a meeting with Mr. 

Edwards.

Virtual Customer:<pattern1>Could I * meeting * Mr. 

Edwards?</pattern1> 

<pattern2>May I * meeting * Mr. Edwards?</pattern2> 

<template>Of course, we can schedule a meeting with him 

when you finish the functional requirements document. When 

could you have it?</template>

Cultural problems
Problem 1:

Type:too direct speech

Pattern: “I will need”

Definition:You should avoid being so direct. Ask with a 

more polite form, such as “Could I have…” or “May I 

have…”

Conversational Knowledge
Virtual Colleague: We should know what confidential 

information they will need to store

Virtual Customer:<pattern>What * confidential *?</

pattern> 

<template>Firstly, we need to store the passwords for all the 

users</template>

Cultural problems
Problem 1:

Type:informal

Pattern: “wanna”

Definition:“wanna” is too informal, please use “want to”.

...

Information required

Global cultural problems

Problem 1:
Type:qualification

Pattern: “? Edwards” Trigger: “? <> Mr.”

Definition:You should refer to Mr. Edwards by using his title (Mr.).

Conversational Knowledge
Virtual Colleague: Now we should focus on security 

issues. We should first know who must we address.

Virtual Customer:<pattern>Who * security policy *?</

pattern> 

<template>Security will be managed by Mr. Edwards, who is 

the person responsible for our Administration Department</

template>

Language problems

Problem 1:
Type:false friend

Pattern: “politic”

Definition:”Politic” is a false friend in Spanish. Do you 

mean policy?

Introduction

Confidential information

Schedule a meeting with the security 

responsible 

+

-

-

 

Fig 4. Virtual scenario definition 



This is an exaggerated case in which the VC acts many times. However, when the 

learners‟ behavior is appropriate the VC‟s intervention is not necessary. The details of 

the Meeting Workflow phase with regard to this conversation are shown in Fig. 4, in 

which we have designed a composed phase (Identity storage requirements) which 

contains the definition of some of the cultural problems that learners may confront 

during this phase. For example, in this case it detects that the learner is referring to 

Mr. Edwards inappropriately. The first sub-phase (Security policy) in turn contains a 

sub-workflow in which we can see simple phases containing the conversational 
knowledge along with language and cultural problems specific to these phases. 

For each learner intervention, our system will review the text introduced, checking 

the patterns defined for cultural and language problems. For example, in the 

“Introduction” phase, if the learner uses the word “politic”, the VC will correct 

him/her by saying: “”Politic” is a false friend in Spanish. Do you mean policy?”. 

 If any conflict were to exist between the cultural or language knowledge of a 

phase and its parent, the system would give priority to the information corresponding 

to the child phase, since it contains more specific information for that context than the 

parent. The scenario concludes when the learner completes all the virtual meetings 

associated with the scenario, finalizes the requirements elicitation document and fills 

in a questionnaire. 

5   Discussion 

Our proposal permits communication skills in GSD problems to be trained through 

typical communication and coordination channels and avoids the need for 
coordination with other institutions, thus reducing the instructors‟ workload and 

scheduling problems. It also avoids the difficulty of finding team members from 

different cultures with the appropriate skills and knowledge to carry out the GSD 

activities.  

Learners do not depend on their partners‟ activities and can work at any moment 

without depending on another learner‟s availability. They can also play different roles 

in the projects, and thus become aware of the different kinds of problems from 

different perspectives. 

VAs will provide learners with opportunities for self-reflection and self-correction 

by explaining the consequences and rationales of their actions with regard to team 

ethics and cultural differences. Instructors will also be able to provide the learners 

with feedback, since they can monitor the learners‟ activities and communicate with 
them. 

Since it is not possible for instructors to have a profound knowledge of all the 

stages and problems of GSD [16], one of our future works will aim to provide a wide 

set of training scenarios oriented towards other stages of GSD such as software 

design, software construction or software testing in which different types of 

documentation can be managed. Fig. 5 shows the phases that we plan to implement in 

a complete training scenario along with the virtual meetings that could take place and 

the artifacts associated with each phase. 

 



Requirements 

Specification

Design 

phase
Implementation Testing Refinement Final product

-Virtual meeting: with 

customers.

-Artifacts: 

Requirements 

specification document.

-Virtual meeting: 

with other 

analysts.

-Artifacts: UML 

diagrams, planning 

and tests plan.

-Virtual meeting: with 

other developers.

-Virtual meeting: with 

project management.

-Artifacts: source code.

-Virtual 

meeting: with 

other testers.

-Artifacts: 

test results

-Virtual meeting: 

with other analysts 

or developers.

-Artifacts: source 

code.

-Virtual meeting: 

with customers.

-Artifacts: Post-

mortem analysis

 

Fig 5. Phases of a complete training scenario 

Instructors would thus be provided with realistic training scenarios that reproduce 

the complexity of GSD environments and, since our simulator permits the 

customization of the existing training scenarios, the instructors could adapt them to 

their specific needs. 

6   Conclusions and Future Work 

Training the collaboration skills required in GSD environments is a difficult task. In 

this paper we have presented an environment that simulates the complexity of real 

GSD projects by providing training scenarios that are especially focused on cultural 

and language differences.  

Although our first training scenario is focused on the Requirements Engineering 

stage, we plan to develop further scenarios once we have completed the evaluation of 

this one. We also plan to adapt the scenarios to other pairs of languages and cultures 
apart from those of English (United States) and Spanish (Spain).  

In order to facilitate the collaboration artifacts management, we also provide a 

repository, signifying that the artifacts are under version control and can be made 

available to the instructor. Our proposal, based on VAs, avoids the problems of other 

existing approaches related to coordination with other learners or institutions and 

minimizes the instructors‟ effort and the costs of infrastructure and maintenance. It is 

therefore easy to provide learners with a wide set of GSD problems in which they can 

train by using communication tools (chat, email). 

Although we have presented a training scenario oriented towards training learners 

in collaboration through chat, our environment also permits the definition of scenarios 

in which the interaction can be made through emails. In addition, although our 
research is focused on GSD, this proposal is also extensible to outsourcing, offshoring 

or distributed software development education. 

In our future work we intend to define training scenarios in which more than a 

learner can be involved. Thereby, each learner would play a different role in the 

scenario and they could interact during the meeting helped by the VC. The idea in this 

case consists of providing learners with an introduction to the problem and a set of 

artifacts and tasks that they can discuss during the interaction with their partner in 

order to collaboratively solve a GSD problem. 

Finally, as part of our future work we plan to validate our final model by 

comparing the performance of the members of a company involved in real GSD 

projects trained with our model, with other members with similar skills who have not 
used it. 
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